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Abstract

Software engineering researchers repeatedly argue that the impact
of their research on industrial practice, while desired and intended,
is rarely achieved. We believe that a possible explanation of this
phenomenon is the opposition of “caring about” and “caring for”,
based on the ethics of care. Indeed, while software engineering is col-
laborative and hence builds on interpersonal relations, researchers
tend to care about “industrial impact” and “practitioners” in abstract
terms, but rarely care for specific individuals working in specific
contexts facing specific challenges. In this position paper, we ad-
vocate for the adoption of ethics of care in software engineering
and discuss the implications of this adoption for researchers and
conference organizers.
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A recent survey of software engineering researchers conducted
by Margaret-Anne Storey and Andre van der Hoek as part of the
Future of Software Engineering track [19] surfaced multiple con-
cerns about the divergence between academic research in software
engineering and industrial practice. When asked what aspect or
aspects of the software engineering research community do not
work well and why, respondents lamented “minimal impact on in-
dustry and almost no relevance to adjacent fields like AI’, “lack of
industrial relevance”, the research community being too “far from
real issues and problems found by practitioners”, and engaging in “too
much navel gazing <...> and not enough focused on translating results
to industry and impact”. This concern is not unique to the survey
respondents. “Software engineering research has had as much impact
on programmers as astronomy has had on stars,” as Greg Wilson has
aptly put it.! However, at the same time, survey respondents regret
that, compared to other computer science researchers, software
engineering researchers are “often perceived as less relevant, less

!https://third-bit.com/talks/to-dont/#3
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impactful, and overly focused on industrial application” and remind
that as researchers “we are not competing with industry, we are doing
something different than them, and we often forget this.” The funda-
mental question is the role of the industry vs. academia relation
in software engineering. To what extent is engagement with the
industry fundamental for our discipline or is it merely the way it is
currently being organized?

A possible answer is that, in return for rewarding careers, good
salaries, and public recognition, we as academics have the duty to
generate useful knowledge for the respective state and to train a
workforce capable of applying it [14]. Given that most universities
are paid by the government, a close connection to the needs of
the state, which is paying the salaries and other expenses might,
however, threaten the validity of scientific results. In extreme cases,
this might lead to the suppression of research areas, for example,
the suppression of genetics in the Soviet Union and the creation of
pseudoscience such as Lysenkoism [8].

Another angle is that (applied) research can be judged on its
application in practice. This is particularly true in software engi-
neering, where the usefulness of knowledge becomes equated with
the impact on industrial practice. However, while science can be
“the pacemaker of technological progress” [2], it has also been argued
that the value of a scientific inquiry cannot be reduced to the set of
prospective yet uncertain technological applications (cf. discussion
of purism by Kitcher [10]).

However, Sommerville, in his classic software engineering text-
book, argues that “software engineering is intended to support pro-
fessional software development, rather than individual program-
ming” [17]. This means that software engineering as a discipline
can only exist in relation to the practice of software development.
As this practice is carried out by people, we interpret Sommerville’s
definition as a recognition that software engineering as a disci-
pline is defined through its relation with and for people. The
ethics of care considers relationships not from a legalistic point of
view but as having an intrinsic unconditional and non-negotiable
value [18]. This, together with our interpretation of software engi-
neering as a discipline, means that software engineering should
be subject to the ethics of care [7, 12].

The ethics of care is based on three ideas [15]. First, people
are fundamentally dependent on each other. Empirical software
engineering researchers inherently depend on practitioners, as re-
searchers study the process enacted by practitioners or artifacts
created by them. Second, the ethics of care calls for attention to the
most vulnerable when making decisions. There is increasing atten-
tion to making software development more diverse and inclusive [9].
Finally, the ethics of care differentiates between a more abstract
notion of “caring about” and more immediate “caring for” [12], and
argues that our moral choices should attend and respond to the
immediate conditions of our context.
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It is particularly the last opposition between “caring about” and
“caring for” contains promise of resolving the opposition between
software engineering researchers trying to impact the industry
but reaching a limited success. Therefore, we pose the following
question:

Do software engineering researchers really “care for”
software practitioners, that is, specific individuals devel-
oping software or do they rather “care about” practical
impact on an abstract level?

This opposition calls for the replacement of generic “developers”,
“companies”, and “projects” that we care about in our research with
specific developers, companies, and projects that we care for. Trying
to impact software development practice in all its diversity might
not be feasible; however, we can and should aim to make software
development a better place for individuals.

In addition, individual researchers should continue to work with
people from vulnerable or underprivileged populations within soft-
ware engineering. Recent studies have considered the experiences
of software developers from minoritized groups such as women [3],
neurodiverse developers [6, 11], racial and ethnic minority develop-
ers [4], LGBTIQ+ developers [5], older developers [1], developers
with disabilities [16], developers from the Global South [13] and
intersections of these identities [20, 21]. This list is by no means
exhaustive and should not be limited to demographic diversity.
Perspectives of developers from small companies that do not neces-
sarily have direct connections to universities or academic research,
of scientists trained outside of computer science and developing
software to support their research, or end-users creating websites
with Generative Al should be explored and included in our view of
software engineering. The “caring for” principle requires deep and
prolonged engagement with those populations, and acknowledg-
ment of the right of these individuals to be who they are [18].

Similarly, conference organizers should prioritize topics that
affect practitioners as opposed to those that simply improve tech-
nology, and studies conducted in a specific context and having had
a positive impact in this context. We call for each and every soft-
ware engineering paper to present a story of a real person
who develops software (whether seeing themselves as a software
engineer or not), or a person who teaches or researches software de-
velopment. This presentation should include a description of their
specific context and the specific challenges they face, e.g., related
to the technology they are using, their way of working, or their
workplace environment. Such a story—anonymized or not—can
strengthen our connection to practice, answer the fundamental
question why are we doing software engineering research (because
we care), and hopefully help to achieve the impact sought after by
the survey respondents.
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